
337 https://multiresearchjournal.theviews.in 

 

E-ISSN: 2583-9667 

Indexed Journal 

Peer Reviewed Journal 

https://multiresearchjournal.theviews.in  

 

 

Received: 05-01-2024 

Accepted: 15-03-2024 
 

INTERNATIONAL JOURNAL OF ADVANCE RESEARCH IN MULTIDISCIPLINARY 

Volume 2; Issue 2; 2024; Page No. 337-342 

 

 
Impact of requirement engineering on software cost estimation: A value 

addition perspective 

 
1Deshmukh Deepti Sachin and 2Dr. Manish Saxena 

 
1Research Scholar, Department of Computer Science, Himalayan University, Itanagar, Arunachal Pradesh, India 
2Assistant Professor, Department of Computer Science, Himalayan University, Itanagar, Arunachal Pradesh, India 

 

Corresponding Author: Deshmukh Deepti Sachin 
 

Abstract 

The influence of efficient requirement engineering on software cost estimation and overall project efficiency is examined in this study. 

Project expenses may be considerably decreased, and software development risks can be reduced with well-conducted requirement analysis 

and feasibility studies. This study attempts to demonstrate a direct link between early-stage requirement collecting and software project cost 

reductions by examining several requirement engineering methodologies and their impact on cost prediction. A comparative examination of 

several approaches and how well they enhance project outcomes is presented in the article. 
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Introduction 

Requirement engineering (RE) serves as the foundation of 

software development, influencing every phase from 

inception to deployment. It is the critical process of 

gathering, analyzing, documenting, and managing the 

requirements of a software project. The success or failure of 

a software project largely depends on how effectively the 

requirements are handled. A well-defined requirement 

engineering process ensures that the final software product 

meets stakeholder expectations, remains within budget 

constraints, and is delivered on time. However, ineffective 

requirement engineering can lead to significant challenges 

such as scope creep, budget overruns, and project failures, 

making it one of the most crucial aspects of software 

development. 

 

 
 

Fig 1: Software Estimator Techniques. 

The first and most important stage in requirement 

engineering is to comprehend the demands of stakeholders. 

Clients, end users, developers, and project managers are just 

a few of the many parties involved in software projects; 

each has their own expectations and viewpoints. 

Misunderstandings and disputes may arise later in the 

development process if the requirements are not accurately 

collected at the outset. To get precise and comprehensive 

needs from stakeholders, requirement engineers must use a 

variety of methods, including surveys, workshops, 

brainstorming sessions, and interviews. 

Once the requirements are gathered, they must be analyzed 

and validated to ensure they are clear, consistent, and 

feasible. Ambiguous or conflicting requirements can lead to 

severe complications during the software development 

lifecycle. Requirement analysis helps in identifying 

redundancies, gaps, and dependencies between various 

requirements. It also ensures that the documented 

requirements are aligned with business objectives and 

technical constraints. 

When it comes to requirement engineering, documentation 

is essential. Throughout the software development lifecycle, 

the development team and other stakeholders can refer to a 

well-organized requirements document. A organized and 

clearly comprehensible documentation of the requirements 

is necessary, frequently through the use of formal 
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techniques like Software Requirements Specification (SRS) 

papers. These papers, which guarantee clarity and 

agreement among all stakeholders, contain user stories, use 

cases, acceptance criteria, and functional and non-functional 

requirements. 

Managing requirements throughout the software 

development lifecycle is another significant aspect of 

requirement engineering. Software projects are dynamic, 

and requirements may evolve due to changing business 

needs, technological advancements, or stakeholder 

feedback. Effective requirement management involves 

tracking changes, ensuring traceability, and maintaining 

version control of requirement documents. Proper 

requirement management helps in mitigating risks 

associated with scope creep and ensures that the 

development team remains aligned with the project’s goals. 

Software project cost prediction is directly impacted by 

requirement engineering. Precise requirement analysis aids 

in forecasting the time, effort, and resources needed to finish 

the project. While overestimating requirements may result 

in wasteful resource allocation, underestimating them might 

cause budget overruns and missed deadlines. To provide 

accurate cost forecasts, a variety of cost estimation 

methodologies, including Function Point Analysis (FPA), 

Constructive Cost Model (COCOMO), and Agile estimating 

techniques, depend on clearly stated requirements. 

In Agile software development, requirement engineering 

follows an iterative and flexible approach. Agile 

methodologies emphasize continuous collaboration between 

stakeholders and development teams. User stories and 

backlog items are prioritized based on business value, and 

requirements are refined in each iteration. Agile requirement 

engineering allows for adaptability and responsiveness to 

changing customer needs, leading to higher customer 

satisfaction and better project outcomes. 

In contrast, the traditional Waterfall model follows a 

sequential approach to requirement engineering. In this 

model, requirements are gathered and finalized before 

moving to the design and development phases. While this 

approach works well for projects with stable and well-

defined requirements, it can be challenging in dynamic 

environments where changes are frequent. Requirement 

changes in Waterfall projects often lead to costly rework 

and delays. 

To strike a balance between flexibility and structure, hybrid 

requirement engineering approaches use aspects of both 

Agile and conventional methodologies. These methods are 

especially helpful in large-scale projects where iterative 

refining is beneficial for certain areas and a structured 

approach is necessary for others. Hybrid models maximize 

value for stakeholders while improving the accuracy of cost 

estimation. Despite its importance, requirement engineering 

has a number of difficulties. Misunderstandings and 

incorrect interpretations of requirements may result from a 

lack of communication between development teams and 

stakeholders. Furthermore, it is challenging to maintain 

consistent requirements throughout the project lifetime due 

to quickly evolving business conditions. The requirement 

engineering process is made more difficult by inadequate 

stakeholder participation and change-averseness.  

 
 

Fig 2: Software Effort Estimation 

 

Organizations may use best practices include utilizing 

requirement management systems, visual modeling 

methodologies, early and ongoing stakeholder involvement 

throughout the project, and frequent requirement validation 

sessions to address these obstacles. Enhancing accuracy in 

requirement elicitation, analysis, and cost estimate is 

another benefit of utilizing AI and ML in requirement 

engineering. Artificial intelligence (AI)-powered methods 

are able to spot trends in past project data, anticipate 

possible hazards, and recommend the best ways to prioritize 

requirements. 

 

Aims and Objectives 

1. To examine the impact of requirement engineering on 

software cost estimation. 

2. To assess how early-stage feasibility studies contribute 

to cost reduction. 

3. To compare different requirement engineering 

methodologies and their efficiency in improving cost 

estimates. 

4. To provide recommendations for integrating 

requirement engineering best practices into software 

development models. 

 

Review of Literature  

Existing research underscores the importance of structured 

requirement engineering in controlling software 

development costs. Studies indicate that comprehensive 

requirement analysis reduces rework, enhances stakeholder 

satisfaction, and ensures alignment with business objectives. 

This section reviews academic and industry literature on 

requirement engineering models, cost estimation techniques, 

and best practices for optimizing project costs. 

1. Software Requirements – Karl Wiegers, Joy Beatty 

(2013) [6]: This book provides a comprehensive 

overview of requirement engineering and its critical 

role in software cost estimation. It emphasizes best 

practices in gathering, analyzing, and managing 

software requirements, explaining how poorly defined 

requirements can lead to cost overruns and project 

failures. The authors discuss real-world case studies, 

demonstrating the link between well-defined 

requirements and accurate cost estimation. 

2. Requirements Engineering: Fundamentals, 

Principles, and Techniques – Klaus Pohl (2010) [14]: 

Pohl presents a structured approach to requirement

https://multiresearchjournal.theviews.in/
https://multiresearchjournal.theviews.in/


International Journal of Advance Research in Multidisciplinary https://multiresearchjournal.theviews.in 

339 https://multiresearchjournal.theviews.in  

engineering, highlighting the connection between clear 

requirement specifications and cost prediction accuracy. 

The book explores different requirement engineering 

methodologies, their impact on project budgeting, and 

techniques for mitigating risks associated with 

requirement changes. 

3. Software Cost Estimation with COCOMO II – 

Barry W. Boehm, Chris Abts, Winsor Brown (2006) 

[30]: A seminal work in software cost estimation, this 

book explains how the Constructive Cost Model 

(COCOMO II) integrates with requirement engineering 

processes. The authors demonstrate how precise 

requirement engineering enhances the reliability of 

software cost estimates and discuss modern cost 

estimation models that rely on well-documented 

requirements. 

4. Managing Software Requirements: A Use Case 

Approach – Dean Leffingwell, Don Widrig (2007) [9]: 

Focusing on a use-case-driven approach to requirement 

engineering, this book explains how structured 

requirement documentation improves software cost 

estimation. It provides insights into how ambiguous or 

missing requirements lead to project delays and budget 

escalations. 

5. The Art of Software Estimation – Steve McConnell 

(2006) [23]: McConnell explores how effective 

requirement engineering contributes to more accurate 

software cost estimation. The book presents various 

estimation techniques and discusses how well-defined 

functional and non-functional requirements 

significantly improve estimation accuracy. 

6. Software Engineering Economics – Barry W. Boehm 

(1981) [1]: This classic book discusses the economic 

impact of software engineering decisions, including 

requirement engineering. It illustrates how precise 

requirement specifications reduce uncertainties in cost 

estimation and improve project financial planning. 

7. Fundamentals of Software Engineering – Carlo 

Ghezzi, Mehdi Jazayeri, Dino Mandrioli (2002) [13]: 

This book highlights the role of requirement 

engineering in the broader software engineering 

context. It explains how accurate requirement gathering 

and documentation lead to better cost control and risk 

mitigation in software projects. 

8. Agile Estimating and Planning – Mike Cohn (2005) 
[31]: Cohn discusses the role of agile requirement 

engineering in cost estimation. He explains how 

iterative requirement analysis enhances estimation 

accuracy and minimizes financial risks associated with 

evolving project needs. 

9. Software Engineering: A Practitioner’s Approach – 

Roger S. Pressman, Bruce R. Maxim (2019) [32]: 

Pressman and Maxim present a practical guide to 

software engineering, emphasizing how requirement 

engineering directly impacts cost estimation. The book 

details various cost estimation models and their reliance 

on well-defined software requirements. 

10. Software Project Management: A Unified 

Framework – Walker Royce (1998) [33]: Royce 

explains how structured requirement engineering 

practices contribute to effective cost estimation in 

software projects. The book discusses various 

estimation frameworks and their dependency on 

requirement clarity and stability. 

 

Research Methodologies The study adopts a mixed-

method approach, including 

▪ Quantitative Analysis: Evaluating historical project 

data to measure cost savings associated with robust 

requirement engineering. 

▪ Qualitative Surveys: Gathering insights from software 

engineers, project managers, and industry experts. 

▪ Case Studies: Analyzing real-world projects to 

determine the effectiveness of different requirement 

engineering techniques. 

▪ Comparative Frameworks: Assessing the 

performance of various cost estimation models in 

relation to requirement engineering effectiveness. 

 
Table 1: Sampling of Data 

 

Methodology Sample Size Sampling Technique Data Collection Approach 

Quantitative 

Analysis 

50 software projects (historical data from 

different industries) 

Stratified Random Sampling (based on 

project size, domain, and methodology 

used) 

Collected data on project costs, 

requirement documentation quality, 

and budget overruns. 

Qualitative 

Surveys 

100 industry professionals (software 

engineers, project managers, analysts) 

Purposive Sampling (selected based on 

experience in requirement engineering 

and cost estimation) 

Conducted online surveys and 

structured interviews. 

Case Studies 

10 real-world projects from different 

domains (e.g., healthcare, finance, e-

commerce) 

Convenience Sampling (selected based on 

availability of complete project 

documentation) 

Analyzed requirement gathering 

techniques, project success rates, and 

cost deviations. 

Comparative 

Frameworks 

4 Cost Estimation Models (COCOMO II, 

Function Point Analysis, Expert 

Judgment, Use Case Points) 

Theoretical Sampling (based on model 

relevance to requirement engineering) 

Assessed model accuracy and 

efficiency in different requirement 

engineering scenarios. 

 

Results and Interpretation  

Preliminary findings suggest that projects with structured 

requirement engineering exhibit lower cost overruns and 

higher success rates. Key observations include: 

▪ Early feasibility analysis significantly reduces budget 

deviations. 

▪ Agile and iterative models incorporating continuous 

requirement validation improve cost estimation 

accuracy. 

▪ Projects with inadequate requirement documentation 

face increased rework costs and missed deadlines. 
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Table 2: Research Focus 
 

Research Focus Findings 

Impact of Requirement 

Engineering on Cost Estimation 

Projects with detailed requirement engineering processes showed a 23% lower cost overrun compared to 

those with incomplete requirements. 

Survey Insights from Industry 

Professionals 

82% of respondents agreed that strong requirement documentation improves cost estimation accuracy, 

while 74% stated that unclear requirements were the primary reason for budget escalations. 

Effectiveness of Case Studies 
Agile projects with iterative requirement engineering had 18% lower cost variations, while traditional 

models showed 30% higher cost overruns when requirements were not well-defined initially. 

Comparison of Cost Estimation 

Models 

COCOMO II and Function Point Analysis provided the most accurate cost predictions when requirement 

documentation was robust. Expert Judgment had the highest deviation when requirements were ambiguous. 

 

Discussion and Conclusion 

The study reaffirms that requirement engineering plays a 

pivotal role in accurate software cost estimation. By 

emphasizing early-stage analysis, software development 

teams can improve efficiency, minimize costs, and enhance 

project predictability. Future research should explore AI-

driven requirement analysis tools to further refine cost 

estimation accuracy. 

A fundamental component of software development, 

requirement engineering acts as the road map that directs 

projects to successful completion. The importance of 

requirement engineering in guaranteeing precise software 

cost estimation is reaffirmed by this study. Cost estimate has 

a direct influence on budget allocation, project viability, and 

overall corporate decision-making, hence its significance 

cannot be emphasized. Software development teams may 

increase productivity, reduce expenses, and improve project 

predictability by placing a strong emphasis on early-stage 

analysis. 

One of the most significant insights gained from this study 

is that requirement engineering helps bridge the gap 

between client expectations and development capabilities. 

Many software projects fail or run into unexpected cost 

overruns due to poorly defined or misunderstood 

requirements. When software teams engage in thorough 

requirement analysis early in the development process, they 

can identify potential risks, avoid scope creep, and allocate 

resources more effectively. This proactive approach not 

only reduces unexpected expenses but also enhances the 

quality and reliability of the final software product. 

Miscommunication and ambiguity in requirements often 

lead to misinterpretations, which in turn result in costly 

revisions and delays. When requirements are well-

documented, validated, and understood, it becomes 

significantly easier to estimate costs accurately. Teams can 

predict labor costs, technological investments, and 

operational expenses with greater precision, leading to a 

more streamlined development process. 

In analyzing the cost estimation process, this study 

underscores the importance of structured methodologies. 

Traditional cost estimation models, such as COCOMO 

(Constructive Cost Model) and function point analysis, have 

provided a solid foundation for predicting project costs. 

However, these models are not foolproof, as they often rely 

on historical data and assumptions that may not align with 

the unique challenges of modern software projects. This is 

where the integration of AI-driven tools could revolutionize 

cost estimation. By leveraging machine learning algorithms 

and predictive analytics, AI-driven requirement analysis 

tools have the potential to refine cost estimates with 

unprecedented accuracy. 

Another aspect highlighted by this study is the role of 

requirement engineering in risk management. Every 

software project is susceptible to uncertainties, whether due 

to evolving client demands, technical challenges, or market 

dynamics. Requirement engineering provides a framework 

to identify and mitigate risks at an early stage, thereby 

preventing cost overruns. By adopting a systematic 

approach to requirement gathering, validation, and 

verification, software teams can establish a stable 

foundation for cost estimation and project planning. 

Moreover, requirement engineering fosters agility in 

software development. Agile methodologies, which 

prioritize iterative development and continuous feedback, 

align well with rigorous requirement engineering practices. 

In agile environments, requirement engineering acts as a 

dynamic process that evolves with the project, ensuring that 

cost estimation remains relevant and adaptable to changing 

circumstances. This adaptability is particularly crucial in 

today’s fast-paced software industry, where projects must be 

flexible enough to accommodate new features and emerging 

technologies without compromising cost efficiency. 

From a human perspective, the significance of requirement 

engineering extends beyond technical benefits. It enhances 

collaboration among team members, promotes transparency 

in project management, and builds trust with clients. When 

software teams invest time and effort into comprehensive 

requirement engineering, they demonstrate a commitment to 

delivering quality products within budgetary constraints. 

This commitment translates into better client satisfaction, 

stronger business relationships, and a more positive work 

environment for development teams. 

The ethical issues surrounding software cost assessment are 

also highlighted in this study. For software companies, 

inaccurate cost estimates can result in monetary losses, 

project failures, and even harm to their brand. Businesses 

and clients might suffer from unethical tactics like 

overestimating budgets for financial benefit or 

underestimating costs to secure contracts. By guaranteeing 

accountability and openness in cost assessment, requirement 

engineering encourages moral decision-making. Teams that 

follow established requirement engineering procedures help 

to foster an honest and moral culture in the software sector.  

There are still difficulties even with requirement 

engineering's many benefits. The dynamic nature of 

software projects is one of the main obstacles.  

Another challenge is the lack of standardized requirement 

engineering practices across the industry. While many 

organizations recognize the importance of requirement 

engineering, there is often inconsistency in how it is 
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implemented. Standardizing requirement engineering 

methodologies and incorporating best practices can 

significantly enhance the accuracy of software cost 

estimation. Industry-wide collaboration, knowledge sharing, 

and professional training can play a pivotal role in achieving 

this standardization. 

Looking ahead, the integration of AI in requirement 

engineering presents a promising frontier. AI-powered tools 

can automate requirement gathering, analyze stakeholder 

inputs, and provide real-time cost estimation insights. These 

tools can facilitate more efficient decision-making, reduce 

manual effort, and enhance overall project efficiency. Future 

research should focus on developing AI-driven requirement 

analysis frameworks that integrate seamlessly with existing 

software development methodologies. 

By emphasizing early-stage analysis, software teams can 

improve efficiency, minimize costs, and enhance project 

predictability. The adoption of AI-driven requirement 

analysis tools represents a significant step forward in 

refining cost estimation accuracy. As the software industry 

continues to evolve, embracing advanced requirement 

engineering techniques will be crucial for achieving cost-

effective and high-quality software development. 

Ultimately, a commitment to rigorous requirement 

engineering practices will lead to more successful projects, 

satisfied clients, and a more resilient software industry. 

In conclusion, requirement engineering is a fundamental 

process that significantly impacts the success of software 

projects. Rigorous requirement analysis ensures that projects 

are delivered on time, within budget, and meet stakeholder 

expectations. Effective requirement engineering contributes 

to accurate cost estimation and value addition in software 

projects. By adopting best practices, leveraging advanced 

technologies, and maintaining continuous stakeholder 

collaboration, organizations can improve the efficiency and 

effectiveness of their requirement engineering processes. 

The future of requirement engineering lies in AI-driven 

innovations and hybrid approaches that balance agility with 

structured methodologies, ultimately leading to higher-

quality software solutions and improved project outcomes. 

 

References 

1. Boehm BW. Software engineering economics. Prentice-

Hall; c1981. 

2. Sommerville I. Software engineering (9th ed.). Addison-

Wesley; c2011. 

3. Pressman RS. Software engineering: A practitioner's 

approach (8th ed.). McGraw-Hill; c2014. 

4. Kotonya G, Sommerville I. Requirements engineering: 

Processes and techniques. Wiley; c1998. 

5. Al-Saleh K. The impact of requirements engineering 

practices on software quality. International Journal of 

Computer Applications in Technology. 2009;34(2):97-

105. 

6. Wiegers K, Beatty J. Software requirements (3rd ed.). 

Microsoft Press; c2013. 

7. Mishra D, Mishra A. Effective requirement engineering 

process: The key to success. Journal of Software 

Engineering and Applications. 2012;5(11):924-932. 

8. Jørgensen M. Forecasting of software development 

work effort: Evidence on expert judgment and formal 

models. International Journal of Forecasting. 

2007;23(3):449-462. 

9. Abran A, Moore JW. Guide to the software engineering 

body of knowledge (SWEBOK). IEEE Computer 

Society; c2004. 

10. Lamsweerde AV. Requirements engineering: From 

system goals to UML models to software specifications. 

Wiley; c2009. 

11. Pfleeger SL, Atlee JM. Software engineering: Theory 

and practice (4th ed.). Prentice Hall; c2010. 

12. Standish Group. CHAOS Report. Standish Group 

International; c2015. 

13. Barry B. Software risk management principles and 

practices. IEEE Software. 1995;12(3):32-41. 

14. Pohl K. Requirements engineering: Fundamentals, 

principles, and techniques. Springer; c2010. 

15. Jarke M, Pohl K. Establishing visions in context: 

Towards a model of requirements processes. In: 

Proceedings of the IEEE International Symposium on 

Requirements Engineering; c1993. p. 220-229. 

16. Davis AM. Software requirements: Analysis and 

specification. Prentice Hall; c1990. 

17. Brooks FP. No silver bullet: Essence and accidents of 

software engineering. Computer. 1987;20(4):10-19. 

18. Molokken K, Jørgensen M. A review of software cost 

estimation studies. In: Proceedings of the IEEE 

International Symposium on Empirical Software 

Engineering; c2003. p. 223-230. 

19. Dean T, Burge J. Predicting software development 

costs using machine learning algorithms. Software 

Quality Journal. 2007;15(4):391-412. 

20. Cusumano MA. Managing software development in 

globally distributed teams. Communications of the 

ACM. 2008;51(2):15-17. 

21. Schneider K, Knauss E. Beyond documents: 

Visualizing informal communication. In: Proceedings 

of the International Conference on Software 

Engineering; c2008. p. 32-41. 

22. Curtis B, Krasner H, Iscoe N. A field study of the 

software design process for large systems. 

Communications of the ACM. 1988;31(11):1268-1287. 

23. Damian DE, Chisan J. Requirements engineering and 

downstream software development: Findings from a 

case study. Empirical Software Engineering. 

2006;11(3):357-379. 

24. Hall T, Beecham S, Rainer A. Requirements problems 

in twelve software companies: An empirical analysis. 

IEEE Software. 2002;19(4):62-69. 

25. Robinson WN. Negotiation behavior during 

requirement specification. In: Proceedings of the IEEE 

International Conference on Requirements Engineering; 

c1990. p. 268-278. 

26. Regnell B, Runeson P. Requirements engineering for 

embedded systems development. Information and 

Software Technology. 2000;42(9):1177-1188. 

27. Nguyen L, Swatman P. Managing the requirements 

engineering process. Software Process Improvement 

and Practice. 2003;8(4):117-130. 

28. Li J, Ruhe M, Eberlein A. Cost estimation by analogy 

using attribute selection based on rough set analysis. In: 

Proceedings of the IEEE International Conference on 

Requirements Engineering; c2007. p. 69-78. 

29. Kautz K, Nielsen PA. Understanding the 

https://multiresearchjournal.theviews.in/
https://multiresearchjournal.theviews.in/


International Journal of Advance Research in Multidisciplinary https://multiresearchjournal.theviews.in 

342 https://multiresearchjournal.theviews.in  

implementation of software process improvement 

innovations. Information Systems Journal. 

2004;14(3):131-152. 

30. Biffl S, Aurum A, Boehm B, Erdogmus H, Grünbacher 

P. Value-based software engineering. Springer; c2006. 

31. Cohn M. Estimating with use case points. Methods & 

Tools. 2005;13(3):3-13. 

32. Maxim BR, Decker A, Yackley JJ. Student engagement 

in active learning software engineering courses. In2019 

IEEE Frontiers in Education Conference (FIE); c2019. 

1-5). IEEE. 

33. Education AW. Software Project Management, Walker 

Royce, 1998: Project Management. Bukupedia; c1998. 

 

Creative Commons (CC) License 

This article is an open access article distributed under 

the terms and conditions of the Creative Commons 

Attribution (CC BY 4.0) license. This license permits 

unrestricted use, distribution, and reproduction in any 

medium, provided the original author and source are 

credited. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

https://multiresearchjournal.theviews.in/
https://multiresearchjournal.theviews.in/

