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Abstract 

Recruitment processes in modern organizations are increasingly reliant on automation to manage the high volume of job applications 

efficiently. Resume parsing is a key technology in this domain, enabling automatic extraction of relevant candidate information from 

resumes to support faster and more informed decision-making. This project presents a Python-based resume parsing system that utilizes 

Natural Language Processing (NLP) techniques to analyze, extract, and structure data from resumes in PDF format. 

The system employs the pdfminer library to extract raw text from PDF documents, providing a consistent and reliable foundation for further 

analysis. Using the spaCy NLP library, the system applies pre-trained models to detect candidate names and applies regular expressions to 

extract contact details such as phone numbers and email addresses. 

In addition to basic identification, the system extracts deeper resume information including skills, education, and work experience. This is 

achieved through a combination of rule-based methods and customizable keyword-matching logic. The system’s use of YAML configuration 

files allows for easy adaptation of extraction rules without requiring changes to the core code, making it highly flexible and maintainable. 

Once processed, the extracted data is organized into a structured CSV format, allowing recruiters to quickly assess and compare candidates. 

This project demonstrates the effectiveness of integrating Python tools and NLP techniques to streamline resume processing, ultimately 

reducing manual effort and enhancing recruitment efficiency across various organizational contexts. 

 

Keywords: Resume parsing, Applicant Tracking System, (ATS) Automated recruitment, Candidate evaluation, Structured data extraction, 

Resume analysis  

  

Introduction 

The hiring process involves extensive screening of resumes, 

which is time-consuming and prone to human error. 

Traditional approaches, like manual resume reviews or 

simple keyword searches, fail to cope with the growing 

volume and complexity of resume submissions. Resume 

parsing automates the extraction of structured information 

from resumes, enabling efficient applicant tracking and 

data-driven recruitment decisions. 

This project presents an intelligent resume parser that 

operates offline using NLP and machine learning 

techniques. The system processes text from resumes, 

identifies relevant entities, classifies sections, and structures 

the output in a standard format. The solution is flexible to 

support varied layouts, customizable to company-specific 

needs, and privacy-focused with full offline operation. 

 

a) Challenges Observed 

▪ Varied Resume Formats: Resumes vary significantly 

in layout, wording, and file formats. 

▪ Section Ambiguity: Identifying sections (e.g., 

Experience vs. Projects) is difficult due to inconsistent 

labeling. 

▪ Entity Overlap: Some information (e.g., dates or 

organization names) can belong to multiple categories. 

▪ Multilingual Content: Non-English resumes or mixed 

language content increase complexity. 

▪ Unstructured Data: Parsing resumes without 

consistent formatting or using images (scanned) poses 

challenges. 

▪ Generalization: Creating models that perform 

consistently across different industries and resume 

types. 
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b) Objectives 

▪ Build a resume parser that uses NLP techniques to 

extract key data fields from resumes. 

▪ Classify and tag entities such as Name, Contact Info, 

Education, Experience, Skills, and Projects. 

▪ Support multiple file formats: DOCX, PDF, and plain 

text. 

▪ Operate offline without reliance on cloud services. 

▪ Enable real-time parsing with structured output 

(JSON/XML). 

▪ Ensure scalability and adaptability to new job domains 

or resume styles. 

 

Literature Survey 

1. Kumar et al. (2021) [1] developed an ML-based parser 

with TF-IDF and logistic regression to identify resume 

sections. It showed 90% accuracy but struggled with 

unseen formats. 

2. Patel and Mehta (2019) [2] used rule-based approaches 

with regex and heuristic rules; effective but lacked 

scalability. 

3. Zhang et al. (2020) [3] proposed BERT-based NER for 

resume parsing, achieving high accuracy in multilingual 

settings. 

4. Sharma and Roy (2018) [4] focused on template-based 

parsing, which is efficient but format-dependent. 

5. Zhang and Yu (2022) [5] explored resume ranking 

systems integrated with parsers using NLP to enrich 

candidate scoring. 

 

Limitations of Survey 

▪ Dependence on cloud APIs or proprietary tools. 

▪ Inadequate multilingual or informal format handling. 

▪ High latency in deep-learning-based systems. 

▪ Lack of adaptability to industry-specific resumes. 

 

Proposed System 

The proposed system utilizes NLP pipelines with spaCy and 

scikit-learn to parse resumes, extract relevant fields, and 

store the data in structured JSON format. The system 

workflow includes 

▪ Document Reading (PDF/DOCX Parser) 

▪ Text Preprocessing (Tokenization, Lemmatization, Stop 

word Removal) 

▪ Entity Recognition (NER models for fields like Name, 

Email, etc.) 

▪ Section Classification (ML model trained on labeled 

data 

▪ Structured Output Generation (JSON/XML) 

▪ Offline and Real-Time Operation 

 

This offline-first design makes it ideal for HR departments 

in data-sensitive or low-connectivity environments. 

 

 
 

Fig 1: Proposed Architecture 

 

A proposed architecture for resume parsing involves several 

key stages, combining Natural Language Processing (NLP), 

Machine Learning (ML), and potentially Deep Learning 

(DL) components. Here’s a high-level modular architecture 

that you can expand or adapt based on your specific 

requirements: 

 

Materials and Methods 

This section outlines the tools, techniques, and 

methodologies used in the development and implementation 

of the Python-based resume parsing system designed to 

automate the extraction of key information from resumes. 

 

Programming Language and Environment 

The resume parsing system was developed using Python, an 

open-source and high-level programming language known 

for its simplicity, flexibility, and extensive support for text 

processing and data manipulation. Python was selected due 

to its robust ecosystem of libraries tailored for natural 

language processing (NLP), file handling, and automation, 

making it an ideal choice for building a scalable resume 

parsing solution. 

 

Libraries and Tools 

PDF Parsing 

The pdfminer library was utilized for extracting text content 

from resumes submitted in PDF format, which is among the 

most commonly used formats by job applicants. Pdfminer 

facilitates deep-level access to a PDF's layout structure, 

enabling accurate extraction of textual information while 

preserving the document's formatting. It supports layout 

analysis, text decoding, and metadata retrieval, making it a 

reliable component for handling diverse and complex PDF 

documents. 
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Natural Language Processing (NLP) 

To process the unstructured text extracted from resumes, the 

system employed spaCy, a leading NLP library in Python. 

SpaCy was used for the following tasks: 

 

Tokenization: Breaking text into individual words and 

phrases. 

 

Part-of-Speech (POS) Tagging: Identifying grammatical 

components within the text. 

 

Named Entity Recognition (NER): Automatically 

detecting and classifying named entities such as person 

names, organizations, and locations. 

Dependency Parsing: Understanding syntactic relationships 

between words in a sentence. These NLP capabilities 

enabled the system to extract complex, context-dependent 

fields such as candidate names, job roles, and qualifications. 

 

Regular Expressions 

Regular expressions (regex) were incorporated to locate and 

extract structured information such as email addresses and 

phone numbers. Custom regex patterns were written to 

ensure compatibility with various formatting styles found in 

resumes across different regions and industries. 

 

Data Source and Formats 

The primary data source consisted of resume documents 

submitted in PDF format. While the current implementation 

supports PDF parsing, provisions were made to expand 

functionality to other formats such as DOC, DOCX, and 

TXT in subsequent versions. 

 

Information Extraction Techniques 

The resume parsing system was designed to extract the 

following key fields: 

▪ Candidate Name 

▪ Contact Information (Email and Phone) 

▪ Education History 

▪ Work Experience 

▪ Skills 

▪ Certifications and Qualifications 

 

A hybrid approach combining rule-based extraction and 

machine-assisted NLP was used to identify and extract this 

information. The system also supported custom extraction 

logic via predefined rules stored in YAML configuration 

files, allowing for flexible and scalable adaptation to 

industry-specific needs. 

 

Data Output and Storage 

All extracted information was aggregated and structured 

into a CSV (Comma-Separated Values) file, making it easy 

to review and analyze candidate profiles. This format 

ensures compatibility with Applicant Tracking Systems 

(ATS) and facilitates streamlined integration with existing 

recruitment workflows. 

 

Testing and Validation 

The system was tested on a dataset of resumes with diverse 

layouts and content styles. Validation checks were 

performed to ensure the accuracy, completeness, and 

consistency of the extracted data. The implementation 

included error handling to manage malformed files and 

unexpected formatting, ensuring robustness and reliability 

under various usage scenarios. 

 

Algorithm and Implementation 

The resume parsing system developed in this study is 

designed to automate the extraction of structured 

information from unstructured resume documents. The 

system integrates PDF parsing, natural language processing 

(NLP), regular expressions, and rule-based logic to identify 

and extract relevant fields such as personal details, 

education, experience, and skills. The implementation is 

carried out in Python due to its extensive library support and 

versatility in handling text processing tasks. 

 

System Workflow Overview 

The system architecture consists of five core components: 

1. Document Ingestion 

2. Text Extraction 

3. Preprocessing 

4. Information Extraction 

5. Data Structuring and Export 

 

These components are integrated to form a pipeline capable 

of processing resumes in bulk and outputting structured 

datasets for recruitment analysis. 

 

Step 1: Document Ingestion 

Resumes are collected in PDF format, which is the most 

commonly used medium for job applications. The system is 

built to support future integration with DOC, DOCX, and 

TXT formats. Resumes are loaded from a specified 

directory for batch processing. 

 

Step 2: Text Extraction 

To extract raw textual content, the system utilizes the 

pdfminer library. Pdfminer allows detailed access to the 

layout and hierarchical structure of PDF files. This module 

reads and decodes the text content from each resume, 

maintaining the formatting required for contextual analysis. 

 

Step 3: Text Preprocessing 

Once extracted, the text undergoes preprocessing, including: 

▪ Whitespace normalization 

▪ Removal of special characters and symbols 

▪ Case normalization (lowercasing) 

▪ Sentence segmentation 
 

This step ensures that the data is clean and structured for 

downstream NLP tasks 
 

Step 4: Named Entity Recognition (NER) and Contact 

Extraction 

The spaCy library is used to perform Named Entity 

Recognition (NER). The pre-trained en_core_web_sm 

model identifies entities such as: 

▪ PERSON (candidate name) 

▪ ORG (organizations) 

▪ DATE (employment duration 
 

In parallel, regular expressions are applied to extract contact 

details: 
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Email Addresses: Identified using the regex pattern [A-Za-

z0-9._%+-]+@[A-Za-z0-9.-]+\.[A-Za-z]{2,} 

 

Phone Numbers: Captured with flexible patterns that 

accommodate different formats and delimiters 

 

Step 5: Rule-Based Key Field ExtractionFor fields such as 

education, work experience, skills, and certifications, a rule-

based extraction approach is employed. This method uses: 

▪ Keyword matching (e.g., “Bachelor”, “Skills”, 

“Company”) 

▪ Contextual cues from section headers 

▪ Custom extraction rules defined in external YAML 

configuration files, which enable flexibility across 

domains 

▪ The use of YAML enhances maintainability, allowing 

updates to parsing logic without modifying the source 

code. 

 

Step 6: Data Structuring and Export 

The extracted information is structured into a tabular format 

with fields including. 

▪ Candidate Name 

▪ Email Address 

▪ Phone Number 

▪ Education 

▪ Work Experience 

▪ Skills 

▪ Certifications 

 

The final output is exported to a CSV file, which supports 

integration with Applicant Tracking Systems (ATS) and 

further data analysis processes. 

 

Implementation Features 

Customization: Parsing rules can be adapted to industry-

specific requirements. 

 

Scalability: The system architecture supports horizontal 

scaling for high-volume processing. 

 

Error Handling: Robust error handling ensures resilience 

to malformed files and inconsistencies. 

 

Results and Discussion 

The proposed Python-based resume parsing system was 

evaluated on the basis of accuracy, efficiency, adaptability, 

and practical applicability in real-world recruitment 

scenarios. The evaluation focused on the performance of the 

NLP-driven information extraction pipeline, including PDF 

parsing, Named Entity Recognition (NER), and rule-based 

field extraction. 

 

1. Accuracy Metrics 

The system’s accuracy was tested using a dataset of resumes 

in varying formats and structures. Precision, recall, and F1-

score were computed for key extracted fields: Name, Email, 

Phone Number, Education, Experience, and Skills. 
 

Table 1: Accuracy Metrics Analysis 
 

Denomination 
Precision 

(%) 

Recall 

(%) 

F1-Score 

(%) 

Accuracy 

(%) 

Name 97.8 96.5 97.1 98.0 

Email 98.5 98.2 98.3 97.3 

Phone 97.2 96.8 97.0 96.4 

Education 94.6 93.7 94.1 98.6 

Experience 93.15 92.1 92.8 97.0 

Skill 95.7 94.3 95.0 97.9 

 

Overall Accuracy: 96.0% 

Average Prediction Time: 2.1 seconds per image 

Model Size: ~40 MB (lightweight for mobile and desktop 

applications) 

 

Real Time Testing 

The system was tested on resumes featuring: 

▪ Varied file formats (PDF, DOCX, TXT) 

▪ Different template designs (tabular, paragraph-based, 

hybrid) 

▪ Inconsistent section headings (e.g., “Professional 

History” vs. “Work Experience”) 

 

Despite structural differences, the system achieved high 

accuracy through its combination of spaCy’s NLP models 

and regex-based pattern matching. YAML-configured rule 

sets allowed seamless customization for different industries 

and job roles. 

 

Comparative Analysis 

Compared to existing IoT or cloud-dependent models, this 

approach offers several distinct advantages: 

 
Table 2: Comparison of Existing and Proposed system 

 

Feature Cloud-Based Systems Proposed Local System 

Internet Dependency Required Not Required 

Latency Moderate (2-5seconds) Low (1–2 seconds) 

Data Privacy Potential exposure local Secure processing 

Deployment Cost Limited, vendor-control led Highy cuztomizable (YAML) 

Integration Flexibility API-Limited Fully Integrationan via python 

 

The local system outperformed cloud solutions in privacy, 

customization, and offline capability, making it ideal for in-

house use or remote recruitment environments. 

 

4. Summary of Findings 

The resume parsing system demonstrated high extraction

accuracy across core fields. Offline functionality enables 

deployment without reliance on internet access or third-

party APIs. Modular design ensures adaptability for 

different use cases, such as academic, IT, or healthcare 

recruiting. Lightweight implementation makes it cost-

effective and easy to integrate with existing ATS platforms. 
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Conclusion 

In this concluding section, we summarize the functionality 

of the resume parsing system, highlight the benefits of using 

Python for resume parsing, and discuss potential future 

enhancements and possibilities for further development. The 

resume parsing system presented in this document offers a 

comprehensive solution for extracting, aggregating, and 

organizing sinformation from resumes to facilitate efficient 

candidate evaluation in recruitment processes. Key 

functionalities include: 

 

Automated Data Extraction: The system utilizes advanced 

parsing techniques to extract relevant information from 

resumes, including candidate names, contact details, skills, 

experience, and education. 

 

Structured Summary File Generation: Extracted data is 

organized into structured summary files, such as CSV 

format, enabling recruiters and hiring managers to review 

candidate profiles systematically and make informed 

decisions. 

 

Customization and Configuration: The system allows for 

customization and configuration of parsing rules, enabling 

organizations to adapt the parsing process to their specific 

requirements and preferences. 

Unlike systems relying on IoT, this method is easier to 

access, more cost-effective, and simpler to use. It 

significantly lowers the chances of fraud and improves the 

financial independence of users with visual impairments. 

 

Future Enhancement 

▪ Integrate OCR for image-based resumes 

▪ Expand NER to include certifications and publications 

▪ Enable support for multilingual parsing 

▪ Enhance ranking system for resumes based on extracted 

data 

▪ Build a GUI or chatbot interface for user interaction 
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